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**San Francisco Bay University**

**Python Programming**

**Homework Assignment #2**

**Due day: 6/24/2023**

*Melvin Divine Pritchard :19857*

**Instruction:**

1. **Push the source code to Github or answer sheet in word file**
2. **Please follow the code style rule like programs on handout.**
3. **Overdue homework submission could not be accepted.**

**4. Takes academic honesty and integrity seriously (Zero Tolerance of Cheating & Plagiarism)**

1. Write a function to take a positive integer *x* as input and print all ways of forming positive integer *x* by multiplying two positive integers together, ordered by the first term. Then, return whether the sum of the proper divisors of *x* is greater than *x*.

***def*** ***abndnt(n):***

*"""*

*>>> abndnt(12) # 1 + 2 + 3 + 4 + 6 is 16, which is larger than 12*

*1 \* 12*

*2 \* 6*

*3 \* 4*

*True*

*>>> abndnt (14) # 1 + 2 + 7 is 10, which is not larger than 14*

*1 \* 14*

*2 \* 7*

*False*

*>>> abndnt (16)*

*1 \* 16*

*2 \* 8*

*4 \* 4*

*False*

*>>> abndnt (20)*

*1 \* 20*

*2 \* 10*

*4 \* 5*

*True*

*>>> abndnt (22)*

*1 \* 22*

*2 \* 11*

*False*

*>>> r = abndnt(24)*

*1 \* 24*

*2 \* 12*

*3 \* 8*

*4 \* 6*

*>>> r*

*True*

*"""*

***Program***

*def abndnt(x):*

*# Print all ways of forming x by multiplying two positive integers*

*for i in range(1, x + 1):*

*if x % i == 0:*

*j = x // i*

*if j >= i:*

*print(i, "\*", j)*

*# Calculate the sum of proper divisors*

*divisor\_sum = sum(i for i in range(1, x) if x % i == 0)*

*# Return whether the sum of proper divisors is > x*

*return divisor\_sum > x*

*def main():*

*# User input for the positive integer*

*x = int(input(" Please enter a positive integer: "))*

*# function testing based on userinput*

*result = abndnt(x)*

*print(result)*

*if \_\_name\_\_ == '\_\_main\_\_':*

*main()*

***Function testing result, input: 44***
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1. Define a high-order function to implement the following operations

***def*** ***fancy\_prnt (n):***

*"""*

*A function prints numbers in a specified range except those divisible by n, and print it with “Buzz!”*

*Assume that the following example is to print numbers from 0 to (10-1),*

*and print “Buzz!” at the location of the number divisible by 5*

*>>> replace = fancy\_prnt(5)(10)*

*#print number from 0 to 10*

*# if the number is divisible by 5, replace with “Buzz”*

*>>> replace(10)*

*Buzz!*

*1*

*2*

*3*

*4*

*Buzz!*

*6*

*7*

*8*

*9*

*"""*

**Program**

def fancy\_prnt(n):

def replace(num):

for i in range(num):

if i % n == 0:

print("Buzz!")

else:

print(i)

return replace

#print from 0 to (16-1)

#print “Buzz!” at the location of the number divisible by 4

replace = fancy\_prnt(4)

replace(16)

**Result**

![](data:image/png;base64,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)

1. Create a high-order function to implement the following calculations

***def******adder(f1, f2):***

*"""*

*Return a function that takes in a single variable x, and returns*

*f1(x) + f2(x). You can assume the result of f1(x) and f2(x) can be*

*added together, and they both take in one argument.*

*def identity(n):*

*return n*

*def square(n):*

*return n\*\*2*

*>>> a1 = adder(identity, square)*

*>>> a1(4) # x + x^2 = 4 + = 20*

*20*

*>>> a2 = adder(a1, identity)*

*>>> a2(4) # a1(4) + identity(4) = identity(4)+ square(4)+ identity(4)*

*24*

*>>> a2(5)*

*35*

*>>> a3 = adder(a1, a2) # (x + x^2) + (x + x^2 + x)*

*>>> a3(4)*

*44*

*"""*

**Program**

def adder(f1, f2):

def added\_functions(x):

return f1(x) + f2(x)

return added\_functions

def identity(n):

return n

def square(n):

return n \*\* 2

# testing

a1 = adder(identity, square)

print(a1(6))

a2 = adder(a1, identity)

print(a2(6))

print(a2(8))

a3 = adder(a1, a2)

print(a3(6))

a4 = adder(a2, identity)

print(a2(8))

**Result**

![](data:image/png;base64,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)

1. What is printed? And explain WHY

***from operator import add***

***def*** ***combine\_funcs(op):***

***def*** ***combined(f, g):***

***def*** *val(x):*

*return op(f(x), g(x))*

*return val*

*return combined*

*>>>add\_func = combine\_funcs(add)*

*>>>h = add\_func(abs, neg)*

*>>>print(h(-5))*

*\*notice that python visualization online tool is good software to either observe program execution process or debug your program at [http://pythontutor.com/visualize.html#mode=edit](http://pythontutor.com/visualize.html" \l "mode=edit)*
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*The error is being shown because “ the function “neg” is being refer to but it is not defined. Defining or importing the func “neg” will fixed the error. See below for updated code.*

*from operator import add*

*def combine\_funcs(op):*

*def combined(f, g):*

*def val(x):*

*return op(f(x), g(x))*

*return val*

*return combined*

*def neg(n):*

*return -n*

*add\_func = combine\_funcs(add)*

*h = add\_func(abs, neg)*

*print(h(-5))*

1. Write a function to implement intersects, which takes a one-argument function "*f*"and argument *"x",* returns a function "*g*". It returns *True* if *f(x)=g(x),* otherwise *False*.

***def***  ***intscts(f, x):***

*"""Returns a function that returns if f intersects g at x.*

*>>> at\_three = intscts (square, 3)*

*>>> at\_three(triple) # triple(3) == square(3)*

*True*

*>>> at\_three(increment)*

*False*

*>>> at\_one = intscts (identity, 1)*

*>>> at\_one(square)*

*True*

*>>> at\_one(triple)*

*False*

*"""*

**program**

*def intscts(f, x):*

*def g(g\_func):*

*return f(x) == g\_func(x)*

*return g*

*def test\_intscts():*

*square = lambda n: n \*\* 2*

*triple = lambda n: 3 \* n*

*increment = lambda n: n + 1*

*identity = lambda n: n*

*# Test case 1*

*at\_four = intscts(square, 4)*

*print(at\_four(triple))*

*# Test case 2*

*print(at\_four(increment))*

*# Test case 3*

*at\_one = intscts(identity, 1)*

*print(at\_one(square))*

*# Test case 4*

*print(at\_one(triple))*

*if \_\_name\_\_ == "\_\_main\_\_":*

*test\_intscts()*

**Result**
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1. Complete the following function

***def***  ***f():***

*"""*

*>>> f()()(3)()*

*3*

*"""*

***Program***

*def f():*

*return lambda: lambda x: lambda: x*

*# Example usage*

*result = f()()(3)()*

*print(result)*

***Result***
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1. Define a function *"smth"* that takes a function *g* and a value to use for *dx* and returns a function that computes the smoothed version of *g*. Do NOT use any *"def"* statements inside of *"smth",* but use *"lambda"* expressions instead.

***def*** ***smth(g, dx):***

*"""Returns the smoothed version of g, f where*

*f(x) = (g(x - dx) + g(x) + g(x + dx)) / 3*

*>>> square = lambda x: x \*\* 2*

*>>> round(smth(square, 1)(0), 3)*

*0.667*

*"""*

**Program**

*def smth(g, dx):*

*return lambda x: (g(x - dx) + g(x) + g(x + dx)) / 3*

*square = lambda x: x \*\* 2*

*result = round(smth(square, 2)(0), 2)*

*print(result)*

**Result**

![](data:image/png;base64,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)

1. Define a function *"cyc"* that takes in three functions *g1, g2,*and *g3* as arguments. *"cyc"* will return another function that should take in an integer argument *n* and return another function. That final function should take in an argument *x*and cycle through applying *g1, g2,* and *g3* to *x*, depending on what *n* was. Here's what the final function should do to *x* for a few values of *n*:

* *n = 0*, return *x*
* *n = 1*, apply *g1* to *x*, or return *g1(x)*
* *n = 2*, apply *g1* to *x* and then *g2*to the result of that, or return *g2(g1(x))*
* *n = 3*, apply *g1* to x, *g2* to the result of applying *g1*, and then *g3* to the result of applying *g2*, or *g3(g2(g1(x)))*
* *n = 4*, start the cycle again applying *g1*, then *g2*, then *g3*, then *g1* again, or *g1(g3(g2(g1(x))))*
* And so forth.

*\*Hint: most of the work goes inside the most nested function.*

***def*** ***cyc(g1, g2, g3):***

*""" Returns a function that is itself a higher order function*

*>>> def add\_one(x):*

*... return x + 1*

*>>> def times\_two(x):*

*... return x \* 2*

*>>> def add\_three(x):*

*... return x + 3*

*>>> my\_cyc = cyc(add\_one, times\_two, add\_three)*

*>>> h= my\_cyc(0)*

*>>> h(5)*

*5*

*>>> h = my\_cyc(2)*

*>>> h(1) # times\_two (add\_one (1))*

*4*

*>>> h = my\_cyc(3)*

*>>> h(2) # add\_three (times\_two (add\_one (2)))*

*9*

*>>> h = my\_cyc(4)*

*>>> h(2) # add\_one (add\_three (times\_two (add\_one (2))))*

*10*

*>>> h = my\_cyc(6)*

*>>> h(1)*

*19 #add\_three(times\_two (add\_one (add\_three (times\_two (add\_one (1))))))*

*"""*

***Program***

*def cyc(g1, g2, g3):*

*def inner\_func(n):*

*def apply\_functions(x):*

*for \_ in range(n):*

*if n % 3 == 0:*

*x = g1(x)*

*elif n % 3 == 1:*

*x = g2(x)*

*else:*

*x = g3(x)*

*return x*

*return apply\_functions*

*return inner\_func*

*def add\_one(x):*

*return x + 1*

*def times\_two(x):*

*return x \* 2*

*def add\_three(x):*

*return x + 3*

*# Example usage*

*my\_cyc = cyc(add\_one, times\_two, add\_three)*

*# Test case 1*

*h = my\_cyc(0)*

*result = h(5)*

*print(result)*

*# Test case 2*

*h = my\_cyc(1)*

*result = h(1)*

*print(result)*

*# Test case 3*

*h = my\_cyc(2)*

*result = h(1)*

*print(result)*

*# Test case 4*

*h = my\_cyc(3)*

*result = h(2)*

*print(result)*

*# Test case 5*

*h = my\_cyc(4)*

*result = h(2)*

*print(result)*

***Result***
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